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**Задача 1.**

Дан обыкновенный граф: K– (из полного графа из n вершин удалено 3n/4 случайных ребер).

Эффективно распараллелить с использованием потоков thread и других низкоуровневых средств решение задачи «Вычисления диаметра графа».

**Решение**:

В программе функции генерации случайного графа с заданным числом вершин и рёбер, функцию поиска диаметра графа и поиска диаметра графа в многопоточном режиме.

Поиск диаметра осуществляется применением к матрице смежности графа алгоритма Беллмана-Форда с попутным сохранением максимального среди всех минимальных путей в графе, который и будет являться его диаметром.

Для работы в многопоточном режиме создана вспомогательная функция, обрабатывающая заданную часть матрицы. При этом переменная диаметра задана как атомарная, что гарантирует корректный доступ к ней нескольких потоков.

В main будет вызывать обе функции для графов с количеством вершин от 16 до 1024 с шагом n \*= 2. При этом в конце каждого цикла будем сравнивать ответы, полученные в результате разных способов вычислений и выводить сообщение об ошибке, если они различны.

**Код программы:**

#include "profile.h"

#include <iostream>

#include <vector>

#include <random>

#include <atomic>

#include <thread>

using namespace std;

#define INF INT16\_MAX

vector<vector<int32\_t>> gen\_rand\_graph(size\_t vertex\_num, size\_t edges\_num) {

vector<vector<int32\_t>> adj\_matrix(vertex\_num, vector<int32\_t>(vertex\_num, INF));

if (edges\_num <= 0)

return adj\_matrix;

random\_device dev;

mt19937 rng(dev());

uniform\_int\_distribution<mt19937::result\_type> dist(0, 10);

for (int i = 0; i < vertex\_num; ++i) {

adj\_matrix[i][i] = 0;

}

for (int i = 0; i < vertex\_num; ++i) {

for (int j = i; j < vertex\_num; ++j) {

if (i == j)

continue;

else if (!(dist(rng) % 4)) {

adj\_matrix[i][j] = 1;

adj\_matrix[j][i] = 1;

edges\_num--;

}

else {

adj\_matrix[i][j] = INF;

}

if (edges\_num <= 0)

break;

}

if (edges\_num <= 0)

break;

}

return adj\_matrix;

}

int64\_t find\_diameter(vector<vector<int32\_t>> d) {

int64\_t diameter = -1;

for (size\_t k = 0; k < d.size(); ++k)

for (size\_t i = 0; i < d.size(); ++i)

for (size\_t j = 0; j < d.size(); ++j) {

d[i][j] = min(d[i][j], d[i][k] + d[k][j]);

if (d[i][j] != INF && d[i][j] > diameter)

diameter = d[i][j];

}

return diameter;

}

void process\_data\_part(vector<vector<int32\_t>> d, atomic<int64\_t>& diameter, size\_t range\_begin, size\_t ragne\_end) {

for (size\_t k = range\_begin; k < ragne\_end; ++k)

for (size\_t i = 0; i < d.size(); ++i)

for (size\_t j = 0; j < d.size(); ++j) {

d[i][j] = min(d[i][j], d[i][k] + d[k][j]);

if (d[i][j] != INF && d[i][j] > diameter)

diameter = d[i][j];

}

}

int64\_t find\_diameter\_multithreading(const vector<vector<int32\_t>>& adj\_matrix) {

atomic<int64\_t> diameter = -1;

vector<thread> threads;

int part\_size = adj\_matrix.size() / thread::hardware\_concurrency();

vector<int> parallel\_data\_parts\_sizes(thread::hardware\_concurrency(), part\_size);

for (int i = adj\_matrix.size() - part\_size \* thread::hardware\_concurrency(); i > 0; --i) {

parallel\_data\_parts\_sizes[i]++;

}

int t = 0;

for (int i = 0; i < thread::hardware\_concurrency(); ++i) {

threads.emplace\_back(process\_data\_part, ref(adj\_matrix), ref(diameter), t, t + parallel\_data\_parts\_sizes[i]);

t += parallel\_data\_parts\_sizes[i];

}

for (thread& thread : threads) {

thread.join();

}

return diameter;

}

int main() {

size\_t n;

int64\_t singleThreadAns, multithreadingAns;

for (n = 8; n <= 1024; n \*= 2) {

cerr << "Graph with " << n << " verteces and " << n / 4 << " edges" << endl;

auto g = gen\_rand\_graph(n, n / 4);

{

LOG\_DURATION("Single thread");

singleThreadAns = find\_diameter(g);

}

{

LOG\_DURATION("Multithreading");

multithreadingAns = find\_diameter\_multithreading(g);

}

try {

if (singleThreadAns != multithreadingAns) {

throw runtime\_error("DIFFERENT ANSWERS");

}

}

catch (runtime\_error& e) {

cerr << e.what() << endl;

}

cout << endl;

}

return 0;

}

**Примеры вывода программы с консоль:**
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**Вывод:**

Использование параллельных вычислений позволяет уменьшить время расчётов, в данном случае, примерно в 4.5 раза для графа с 1024 вершинами.

**Задача 2.**

В земных недрах геофизическими методами можно отыскивать залежи тех или иных полезных ископаемых. На заданном участке поверхности m×m километров, глубиной 10 км отыскать газоносное месторождение и вычислить его объем.

**Решение:**

Зададим данные по условию параметры размеров земной тверди, а также параметры генерации случайных месторождений в земле.

Для простоты генерации месторождения будут иметь форму куба.

Напишем алгоритм обхода в ширину для трёхмерного пространства. При этом будем подсчитывать количество обработанных клеток, как объём и обходить только клетки с таким же типом ресурса, как и в стартовой, чтобы не начать подсчитывать объём смежного месторождения другого типа.

Функция поиска месторождений в каждой точке поверхности будет просматривать все точки до максимальной заданной глубины, и, если обнаружит там ресурсы, вызовет BFS от этой точки как от стартовой.

BFS отметит всё месторождение как посещённое и вернёт его объём. Если объём оказался больше объёмов найденных ранее месторождений, обновим максимум. Также увеличим счётчик найденных месторождений.

Из функции вернём число газовых месторождений на участке земли и объём самого большого газового месторождения.

**Код программы:**

#include "profile.h"

#include <omp.h>

#include <ppl.h>

#include <iostream>

#include <vector>

#include <random>

#include <atomic>

#include <queue>

#include <algorithm>

using namespace std;

#define INF INT16\_MAX

#ifdef max

#undef max

#endif

#ifdef min

#undef min

#endif

const size\_t m = 1000;

const size\_t depth = 100;

int8\_t min\_num\_of\_fields = 10;

int8\_t max\_num\_of\_fields = 50;

int8\_t min\_size\_of\_field = 10;

int8\_t max\_size\_of\_field = 50;

enum resourse\_type {

NOTHING,

GAS,

OIL,

COAL,

METAL,

};

#define rt resourse\_type

vector<vector<vector<rt>>> ground(m, vector<vector<rt>>(m, vector<rt>(depth)));

void gen\_fields() {

random\_device dev;

mt19937 rng(dev());

uniform\_int\_distribution<mt19937::result\_type> position(0, m - 1);

uniform\_int\_distribution<mt19937::result\_type> depth\_(0, depth - 1);

uniform\_int\_distribution<mt19937::result\_type> num\_of\_fields\_(min\_num\_of\_fields, max\_num\_of\_fields);

uniform\_int\_distribution<mt19937::result\_type> size\_of\_field\_(min\_size\_of\_field, max\_size\_of\_field);

uniform\_int\_distribution<mt19937::result\_type> res\_type\_(0, 4);

cerr << "I'm working" << endl << endl;

int32\_t num\_of\_fields = num\_of\_fields\_(rng);

int32\_t pos\_x, pos\_y, pos\_z, sz1, sz2, sz3, res\_type;

while (num\_of\_fields) {

pos\_x = position(rng);

pos\_y = position(rng);

pos\_z = depth\_(rng);

sz1 = size\_of\_field\_(rng);

sz2 = size\_of\_field\_(rng);

sz3 = size\_of\_field\_(rng);

res\_type = res\_type\_(rng);

for (int32\_t i = pos\_x; i < min(pos\_x + sz1, (int)m); i++)

for (int32\_t j = pos\_y; j < min(pos\_y + sz2, (int)m); j++)

for (int32\_t k = pos\_z; k < min(pos\_z + sz3, (int)depth); k++)

ground[i][j][k] = (rt)res\_type;

num\_of\_fields--;

}

}

int BFS(int stx, int sty, int stz, vector<vector<vector<bool>>>& visited) {

int field\_volume = 0;

visited[stx][sty][stz] = true;

rt this\_field\_type = ground[stx][sty][stz];

queue<int>q;

q.push(stx);

q.push(sty);

q.push(stz);

while (!q.empty()) {

int f1, f2, f3;

f1 = q.front();

q.pop();

f2 = q.front();

q.pop();

f3 = q.front();

q.pop();

for (int8\_t i = -1; i < 2; i++) {

for (int8\_t j = -1; j < 2; j++) {

for (int8\_t k = -1; k < 2; k++) {

int v1, v2, v3;

v1 = f1 + i;

v2 = f2 + j;

v3 = f3 + k;

if ((v1 >= 0 && v1 < m && v2 >= 0 && v2 < m && v3 >= 0 && v3 < depth)

&& !visited[v1][v2][v3] && ground[v1][v2][v3] == this\_field\_type)

{

field\_volume++;

q.push(v1);

q.push(v2);

q.push(v3);

visited[v1][v2][v3] = true;

}

}

}

}

}

return field\_volume;

}

//Найдем количество газовых месторождений и объем самого большого из них

pair<int, int> find\_filds() {

vector<vector<vector<bool>>> visited(m, vector<vector<bool>>(m, vector<bool>(depth, false)));

int32\_t max\_volume = 0, fields\_num = 0;

for (size\_t i = 0; i < m; i++)

for (size\_t j = 0; j < m; j++)

for (size\_t k = 0; k < depth; k++)

if (ground[i][j][k] == GAS && !visited[i][j][k]) {

max\_volume = max(BFS(i, j, k, visited), max\_volume);

fields\_num++;

}

return { fields\_num, max\_volume };

}

pair<int, int> find\_filds\_omp() {

vector<vector<vector<bool>>> visited(m, vector<vector<bool>>(m, vector<bool>(depth, false)));

int32\_t max\_volume = 0, fields\_num = 0;

#pragma omp parallel for shared(visited)

for (int64\_t i = 0; i < m; i++)

for (size\_t j = 0; j < m; j++)

for (size\_t k = 0; k < depth; k++)

if (ground[i][j][k] == GAS && !visited[i][j][k]) {

max\_volume = max(BFS(i, j, k, visited), max\_volume);

fields\_num++;

}

return { fields\_num, max\_volume };

}

pair<int, int> find\_filds\_ppl() {

vector<vector<vector<bool>>> visited(m, vector<vector<bool>>(m, vector<bool>(depth, false)));

int32\_t max\_volume = 0, fields\_num = 0;

concurrency::parallel\_for((size\_t)0, m, [&](size\_t i) {

for (size\_t j = 0; j < m; j++)

for (size\_t k = 0; k < depth; k++)

if (ground[i][j][k] == GAS && !visited[i][j][k]) {

max\_volume = max(BFS(i, j, k, visited), max\_volume);

fields\_num++;

}

});

return { fields\_num, max\_volume };

}

int main() {

gen\_fields();

pair<int, int> answer, answerOMP, answerPPL;

{

LOG\_DURATION("Single core");

answer = find\_filds();

}

{

LOG\_DURATION("OMP");

answerOMP = find\_filds\_omp();

}

{

LOG\_DURATION("PPL");

answerPPL = find\_filds\_ppl();

}

return 0;

}

**Вывод программы в консоль:**

![](data:image/png;base64,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)

Из-за ограниченного ресурса параллелизма алгоритма обхода в ширину мы не получаем линейного ускорения, соразмерного количеству процессоров, выполняющих задачу в многопоточном режиме.

**profile.h** для **задачи 1 и 2**:

#include <chrono>

#include <iostream>

#include <string>

using namespace std;

class LogDuration {

public:

explicit LogDuration(const string& message = "")

: messages(message + ": ")

, start(chrono::steady\_clock::now())

{

}

~LogDuration() {

auto finish = chrono::steady\_clock::now();

auto duration = finish - start;

cerr << messages

<< chrono::duration\_cast<chrono::milliseconds>(duration).count()

<< " ms" << endl;

}

private:

string messages;

chrono::steady\_clock::time\_point start;

};

#define UNIQ\_ID\_IMPL(lineno) \_a\_local\_var\_##lineno

#define UNIQ\_ID(lineno) UNIQ\_ID\_IMPL(lineno)

#define LOG\_DURATION(messages) \

LogDuration UNIQ\_ID(\_\_LINE\_\_){messages};